AI ASSISTED CODING

HALL TICKET :2403A51270

BATCH:12

ASSIGNMENT :11.4

QUESTION:

Task 1: Implementing a Stack (LIFO)  
• Task: Use AI to help implement a Stack class in Python with the  
following operations: push(), pop(), peek(), and is\_empty().  
• Instructions:  
o Ask AI to generate code skeleton with docstrings.  
o Test stack operations using sample data.  
o Request AI to suggest optimizations or alternative  
implementations (e.g., using collections.deque).  
• Expected Output:  
o A working Stack class with proper methods, Google-style  
docstrings, and inline comments for tricky parts

Prompt:

"Implement a Stack class in Python with methods push(), pop(), peek(), and is\_empty(). Write Google-style docstrings and inline comments for tricky parts. Provide a simple test case that demonstrates pushing, popping, and peeking. Then, suggest an optimization or alternative implementation using collections.deque."

CODE:

class Stack:

    def \_\_init\_\_(self):

        self.\_items = []

    def push(self, item):

        self.\_items.append(item)

    def pop(self):

        if self.is\_empty():

            raise IndexError("Pop from empty stack")

        return self.\_items.pop()

    def peek(self):

        if self.is\_empty():

            return None

        return self.\_items[-1]

    def is\_empty(self):

        """Check if the stack is empty."""

        return len(self.\_items) == 0

# Sample usage:

if \_\_name\_\_ == "\_\_main\_\_":

    stack = Stack()

    stack.push(10)

    stack.push(20)

    print("Peek:", stack.peek())

    print("Pop:", stack.pop())

    print("Is empty?", stack.is\_empty())

    print("Pop:", stack.pop())

    print("Is empty?", stack.is\_empty())

OUTPUT: ![](data:image/png;base64,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)

Task 2: Queue Implementation with Performance Review  
• Task: Implement a Queue with enqueue(), dequeue(), and is\_empty()  
methods.  
• Instructions:  
o First, implement using Python lists.  
o Then, ask AI to review performance and suggest a more  
efficient implementation (using collections.deque).  
• Expected Output:  
o Two versions of a queue: one with lists and one optimized with  
deque, plus an AI-generated performance comparison

Prompt:

"Implement a Queue class in Python with methods enqueue(), dequeue(), and is\_empty(). First, implement it using Python lists. Then explain the performance drawbacks. Next, implement an optimized version using collections.deque and provide an AI-generated performance comparison. Include test cases for both versions."

CODE:2.1

class QueueList:

    def \_\_init\_\_(self):

        self.\_items = []

    def enqueue(self, item):

        self.\_items.append(item)

    def dequeue(self):

        if self.is\_empty():

            raise IndexError("Dequeue from empty queue")

        return self.\_items.pop(0)

    def is\_empty(self):

        """Check if the queue is empty."""

        return len(self.\_items) == 0

if \_\_name\_\_ == "\_\_main\_\_":

    q = QueueList()

    q.enqueue(1)

    q.enqueue(2)

    print(q.dequeue())

    print(q.is\_empty())

OUTPUT:

![](data:image/png;base64,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)

CODE 2.2:

from collections import deque

class QueueDeque:

    def \_\_init\_\_(self):

        self.\_items = deque()

    def enqueue(self, item):

        self.\_items.append(item)

    def dequeue(self):

        if self.is\_empty():

            raise IndexError("Dequeue from empty queue")

        return self.\_items.popleft()

    def is\_empty(self):

        """Check if the queue is empty."""

        return len(self.\_items) == 0

if \_\_name\_\_ == "\_\_main\_\_":

    q = QueueDeque()

    q.enqueue(1)

    q.enqueue(2)

    print(q.dequeue())  # Output: 1

    print(q.is\_empty())  # Output: False

OUTPUT:
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Task 3: Singly Linked List with Traversal  
• Task: Implement a Singly Linked List with operations:  
insert\_at\_end(), delete\_value(), and traverse().  
• Instructions:  
o Start with a simple class-based implementation (Node,  
LinkedList).  
o Use AI to generate inline comments explaining pointer updates  
(which are non-trivial).  
o Ask AI to suggest test cases to validate all operations.  
• Expected Output:  
o A functional linked list implementation with clear comments  
explaining the logic of insertions and deletions

Prompt:

"Implement a Singly Linked List in Python with a Node and LinkedList class. Add methods insert\_at\_end(), delete\_value(), and traverse(). Use inline comments to clearly explain pointer updates (since they are tricky). Also, suggest test cases to validate insertions, deletions (head, middle, last node), and traversal."

CODE:

class Node:

    def \_\_init\_\_(self, data):

        self.data = data

        self.next = None

class LinkedList:

    def \_\_init\_\_(self):

        self.head = None

    def insert\_at\_end(self, data):

        new\_node = Node(data)

        if not self.head:

            self.head = new\_node

            return

        current = self.head

        while current.next:

            current = current.next

        current.next = new\_node

    def delete\_value(self, value):

        current = self.head

        prev = None

        while current:

            if current.data == value:

                if prev is None:

                    self.head = current.next

                else:

                    prev.next = current.next

                return True

            prev = current

            current = current.next

        return False

    def traverse(self):

        elements = []

        current = self.head

        while current:

            elements.append(current.data)

            current = current.next

        return elements

if \_\_name\_\_ == "\_\_main\_\_":

    ll = LinkedList()

    ll.insert\_at\_end(10)

    ll.insert\_at\_end(20)

    ll.insert\_at\_end(30)

    print("List:", ll.traverse())

    ll.delete\_value(20)

    print("After deletion:", ll.traverse())

OUTPUT:
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Task 4: Binary Search Tree (BST)  
• Task: Implement a Binary Search Tree with methods for insert(),  
search(), and inorder\_traversal().  
• Instructions:  
o Provide AI with a partially written Node and BST class.

o Ask AI to complete missing methods and add docstrings.  
o Test with a list of integers and compare outputs of search() for  
present vs absent elements.  
• Expected Output:  
o A BST class with clean implementation, meaningful docstrings,  
and correct traversal output

Prompt:

"Complete a Binary Search Tree implementation in Python. Provide insert(), search(), and inorder\_traversal() methods inside a BST class, with a supporting BSTNode class. Add Google-style docstrings. Show tests using a list of integers, and demonstrate searching for both present and absent elements."

CODE:

class BSTNode:

    def \_\_init\_\_(self, value):

        self.value = value

        self.left = None

        self.right = None

class BinarySearchTree:

    def \_\_init\_\_(self):

        self.root = None

    def insert(self, value):

        if self.root is None:

            self.root = BSTNode(value)

        else:

            self.\_insert\_recursive(self.root, value)

    def \_insert\_recursive(self, node, value):

        if value < node.value:

            if node.left is None:

                node.left = BSTNode(value)

            else:

                self.\_insert\_recursive(node.left, value)

        else:

            if node.right is None:

                node.right = BSTNode(value)

            else:

                self.\_insert\_recursive(node.right, value)

    def search(self, value):

        return self.\_search\_recursive(self.root, value)

    def \_search\_recursive(self, node, value):

        if node is None:

            return False

        if node.value == value:

            return True

        elif value < node.value:

            return self.\_search\_recursive(node.left, value)

        else:

            return self.\_search\_recursive(node.right, value)

    def inorder\_traversal(self):

        elements = []

        self.\_inorder\_recursive(self.root, elements)

        return elements

    def \_inorder\_recursive(self, node, elements):

        if node:

            self.\_inorder\_recursive(node.left, elements)

            elements.append(node.value)

            self.\_inorder\_recursive(node.right, elements)

if \_\_name\_\_ == "\_\_main\_\_":

    bst = BinarySearchTree()

    for val in [15, 10, 20, 8, 12, 17, 25]:

        bst.insert(val)

    print("Inorder traversal:", bst.inorder\_traversal())

    print("Search 10:", bst.search(10))

    print("Search 99:", bst.search(99))

OUTPUT:

![](data:image/png;base64,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)

Task 5: Graph Representation and BFS/DFS Traversal  
• Task: Implement a Graph using an adjacency list, with traversal  
methods BFS() and DFS().  
• Instructions:  
o Start with an adjacency list dictionary.  
o Ask AI to generate BFS and DFS implementations with inline  
comments.  
o Compare recursive vs iterative DFS if suggested by AI.  
• Expected Output:  
o A graph implementation with BFS and DFS traversal methods,  
with AI-generated comments explaining traversal steps.

Prompt:

"Implement a Graph in Python using an adjacency list (dictionary). Add methods bfs(start), dfs(start) (iterative), and dfs\_recursive(start). Include inline comments explaining the traversal logic step by step. Also, compare recursive vs iterative DFS. Provide a test graph with at least 5–6 nodes and show traversal outputs."

CODE:

from collections import deque

class Graph:

    def \_\_init\_\_(self):

        self.adj\_list = {}

    def add\_edge(self, u, v):

        if u not in self.adj\_list:

            self.adj\_list[u] = []

        if v not in self.adj\_list:

            self.adj\_list[v] = []

        self.adj\_list[u].append(v)

        self.adj\_list[v].append(u)

    def bfs(self, start):

        visited = set()

        queue = deque([start])

        visited.add(start)

        result = []

        while queue:

            vertex = queue.popleft()

            result.append(vertex)

            # Visit all adjacent nodes

            for neighbor in self.adj\_list.get(vertex, []):

                if neighbor not in visited:

                    visited.add(neighbor)

                    queue.append(neighbor)

        return result

    def dfs(self, start):

        visited = set()

        stack = [start]

        result = []

        while stack:

            vertex = stack.pop()

            if vertex not in visited:

                visited.add(vertex)

                result.append(vertex)

                neighbors = self.adj\_list.get(vertex, [])

                for neighbor in reversed(neighbors):

                    if neighbor not in visited:

                        stack.append(neighbor)

        return result

    def dfs\_recursive(self, start):

        visited = set()

        result = []

        def dfs\_helper(v):

            visited.add(v)

            result.append(v)

            for neighbor in self.adj\_list.get(v, []):

                if neighbor not in visited:

                    dfs\_helper(neighbor)

        dfs\_helper(start)

        return result

if \_\_name\_\_ == "\_\_main\_\_":

    graph = Graph()

    edges = [(1, 2), (1, 3), (2, 4), (3, 5), (4, 5)]

    for u, v in edges:

        graph.add\_edge(u, v)

    print("BFS:", graph.bfs(1))

    print("DFS iterative:", graph.dfs(1))

    print("DFS recursive:", graph.dfs\_recursive(1))

OUTPUT:
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